
blue pelican java lesson 12
Blue Pelican Java Lesson 12 is an essential part of the Blue Pelican Java curriculum, designed to
help students grasp the intricacies of object-oriented programming in Java. This lesson focuses on
advanced concepts such as inheritance, polymorphism, and interfaces. These concepts are
foundational to becoming an adept Java programmer. In this article, we will explore the key
elements of Lesson 12, breaking down its primary components and providing examples to aid
understanding.

Understanding Inheritance

Inheritance is a core concept in object-oriented programming that allows a new class to inherit
properties and behaviors (methods) from an existing class. This promotes code reusability and
establishes a hierarchical relationship among classes.

1. Basic Syntax of Inheritance

In Java, inheritance is implemented using the `extends` keyword. Here’s a simple example:

```java
class Animal {
void eat() {
System.out.println("This animal eats food.");
}
}

class Dog extends Animal {
void bark() {
System.out.println("The dog barks.");
}
}
```

In this example, the `Dog` class inherits the `eat` method from the `Animal` class. This means that a
`Dog` object can use the `eat` method, showcasing the power of inheritance.

2. Types of Inheritance

Java supports various types of inheritance:

Single Inheritance: When a class inherits from one superclass.



Multilevel Inheritance: When a class is derived from another class, which is also derived
from another class.

Hierarchical Inheritance: When multiple classes inherit from a single superclass.

Multiple Inheritance: Java does not support multiple inheritance through classes to avoid
ambiguity, but it can be achieved through interfaces.

Exploring Polymorphism

Polymorphism is another crucial aspect of Java that allows methods to do different things based on
the object that it is acting upon. There are two types of polymorphism in Java: compile-time (method
overloading) and runtime (method overriding).

1. Method Overloading

Method overloading occurs when multiple methods have the same name but different parameters.
This allows a class to perform similar functions with different types or numbers of inputs.

Example:

```java
class MathOperations {
int add(int a, int b) {
return a + b;
}

double add(double a, double b) {
return a + b;
}
}
```

In this case, the `add` method is overloaded to handle both integers and doubles.

2. Method Overriding

Method overriding allows a subclass to provide a specific implementation of a method that is already
defined in its superclass. This is a key feature of runtime polymorphism.

Example:

```java



class Animal {
void sound() {
System.out.println("Animal makes a sound");
}
}

class Cat extends Animal {
void sound() {
System.out.println("Cat meows");
}
}
```

In this scenario, the `sound` method in the `Cat` class overrides the method in the `Animal` class.

Understanding Interfaces

Interfaces are a way to achieve abstraction and multiple inheritance in Java. An interface can
declare methods that must be implemented by any class that chooses to implement the interface.

1. Defining an Interface

Here’s how you can define an interface:

```java
interface Drawable {
void draw();
}
```

Any class that implements this interface will need to define the `draw` method.

2. Implementing an Interface

When a class implements an interface, it provides concrete implementations of the methods declared
in that interface.

Example:

```java
class Circle implements Drawable {
public void draw() {
System.out.println("Drawing a circle");
}
}



```

In this example, the `Circle` class implements the `Drawable` interface and provides its own version
of the `draw` method.

Abstract Classes vs. Interfaces

Both abstract classes and interfaces are used to achieve abstraction, but they have key differences:

Abstract Class: Can have both abstract methods (without a body) and concrete methods (with1.
a body). It can also have fields and constructors.

Interface: Can only declare methods (from Java 8, default methods are allowed). It cannot2.
have any fields or constructors.

Inheritance: A class can extend only one abstract class but can implement multiple3.
interfaces.

Real-World Example: Implementing a Simple
Application

To illustrate the concepts covered in Blue Pelican Java Lesson 12, let’s create a simple application
that uses inheritance, polymorphism, and interfaces.

1. Designing the Classes

We will create a base class `Vehicle`, with subclasses `Car` and `Bike`. Both subclasses will
implement the `Driveable` interface.

```java
interface Driveable {
void drive();
}

class Vehicle {
void start() {
System.out.println("Vehicle starting...");
}
}

class Car extends Vehicle implements Driveable {



public void drive() {
System.out.println("Car is driving.");
}
}

class Bike extends Vehicle implements Driveable {
public void drive() {
System.out.println("Bike is riding.");
}
}
```

2. Using the Classes

Now, we can create objects of `Car` and `Bike`, and demonstrate polymorphism.

```java
public class Main {
public static void main(String[] args) {
Driveable myCar = new Car();
Driveable myBike = new Bike();

myCar.drive(); // Output: Car is driving.
myBike.drive(); // Output: Bike is riding.

// Demonstrating inheritance
Vehicle vehicle = new Car();
vehicle.start(); // Output: Vehicle starting...
}
}
```

In this example, we see how polymorphism allows us to call the `drive` method on different objects,
demonstrating the flexibility and power of Java's object-oriented features.

Conclusion

Blue Pelican Java Lesson 12 is a vital part of understanding object-oriented programming in Java. By
mastering inheritance, polymorphism, and interfaces, students are well-equipped to tackle more
advanced programming challenges. These concepts not only enhance code reusability but also
promote cleaner and more maintainable code. As you continue your journey in learning Java,
remember that practice is key—experiment with these concepts in your projects to deepen your
understanding and proficiency in Java programming.



Frequently Asked Questions

What is the main focus of Blue Pelican Java Lesson 12?
Blue Pelican Java Lesson 12 primarily focuses on advanced object-oriented programming concepts,
including inheritance, polymorphism, and interfaces.

How does Lesson 12 introduce the concept of inheritance?
Lesson 12 introduces inheritance by demonstrating how a subclass can inherit attributes and
methods from a superclass, thereby promoting code reusability.

What examples are provided in Lesson 12 to explain
polymorphism?
Lesson 12 provides examples such as method overriding and dynamic method dispatch to explain
polymorphism, showing how different subclasses can implement the same method in varied ways.

Are there practical exercises included in Lesson 12?
Yes, Lesson 12 includes practical exercises that allow students to implement inheritance and
polymorphism in their own code, reinforcing the concepts learned.

What are interfaces, as covered in Lesson 12?
Interfaces, as covered in Lesson 12, are abstract types that allow classes to implement specific
methods, promoting a contract for what a class can do, regardless of how it does it.

How does Lesson 12 emphasize the importance of
encapsulation?
Lesson 12 emphasizes encapsulation by showing how to use access modifiers to protect data and
methods within a class, ensuring that internal representation is hidden from the outside.

What coding standards are highlighted in Blue Pelican Java
Lesson 12?
Lesson 12 highlights coding standards such as naming conventions, documentation practices, and
the importance of writing clean, maintainable code.

Does Lesson 12 cover error handling techniques?
Yes, Lesson 12 briefly covers error handling techniques using try-catch blocks and discusses best
practices for managing exceptions in object-oriented programming.



Is there a project assignment at the end of Lesson 12?
Yes, there is a project assignment at the end of Lesson 12 where students are tasked with creating a
small application that utilizes inheritance and polymorphism to solve a problem.

What resources are recommended for further study after
Lesson 12?
For further study after Lesson 12, it is recommended to explore official Java documentation, online
coding platforms, and books on advanced Java programming techniques.
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