c programs in linux with examples

C programs in Linux are a fundamental aspect of software development in the Linux operating system.
The C programming language, known for its performance and efficiency, is widely used for system
programming, embedded systems, and application development. In this article, we will explore how to
write, compile, and execute C programs on a Linux system, along with some practical examples to illustrate

key concepts.

Setting Up the Environment

Before you start writing C programs on a Linux machine, you need to ensure that your environment is set

up correctly. Here are the steps to prepare your system for C programming:

1. Install a C Compiler

The first step is to install a C compiler. The most common compiler for C on Linux is GCC (GNU Compiler
Collection). You can install GCC using your package manager. For example, on Ubuntu or Debian-based

systems, you can use the following command:

““bash
sudo apt update

sudo apt install build-essential

This command installs GCC along with other essential development tools.

2. Choose a Text Editor

You can use any text editor of your choice to write C programs. Some popular options include:

- Vim: A powerful text editor with a steep learning curve.
- Emacs: Another highly customizable text editor.
- Nano: A simpler, user-friendly text editor.

- Visual Studio Code: A modern code editor with extensions for C programming.



Writing a Simple C Program

Let's start with a basic example: a program that prints "Hello, World!" to the console.

Example 1: Hello World Program

1. Open your text editor and create a new file named “hello.c™.

2. Write the following code in “hello.c™

AONN
C

include

int main() {
printf("Hello, World'\n");

return 0;

)

Code Explanation

- ‘include *: This line includes the standard input-output library, which is necessary for using the ‘printf’
function.

- ‘int main()": This is the main function where program execution begins.
- ‘printf("Hello, World!\n");": This line prints "Hello, World!" to the console.

- ‘return 0;: This indicates that the program executed successfully.

Compiling the C Program

To compile the C program, follow these steps:

1. Open the terminal.
2. Navigate to the directory where your “hello.c’ file is saved.

3. Use the following command to compile the program:

“bash
gcc hello.c -o hello



- The *-o0 hello" option specifies the name of the output file (the executable).

Executing the C Program

After compiling, you can run the program using the following command:

““bash
./hello

You should see the output:

Hello, World!

More Complex Examples

Now that you understand the basics of writing and compiling a C program, let's explore some more

complex examples.

Example 2: Basic Arithmetic Operations

This program performs basic arithmetic operations (addition, subtraction, multiplication, and division) on

two numbers.

1. Create a new file named “arithmetic.c'.

2. Write the following code:

(SN
C

include

int main() {

int num1, num?2;

printf("Enter two integers: ");
scanf("%d %d", &num1, &num?2);

printf("Addition: %d\n", num1 + num2);



printf("Subtraction: %d\n", num1 - num2);
printf("Multiplication: %d\n", num1 num?2);

printf("Division: %d\n", num1 / num?2);

return 0;
}
Code Explanation

- “scanf("%d %d", &num1, &num?);": This line reads two integers from the user.

- The program then performs addition, subtraction, multiplication, and division, displaying each result.

Compiling and Running the Arithmetic Program

1. Compile the program:
“bash

gce arithmetic.c -o arithmetic
2. Execute the program:
“bash

Jarithmetic

You will be prompted to enter two integers, and the program will display the results of the arithmetic

operations.

Using Control Structures

Control structures like loops and conditionals are essential in C programming. Let's look at an example of

using loops.



Example 3: Factorial Calculation

This program calculates the factorial of a number using a loop.

1. Create a file named “factorial.c’.

2. Write the following code:

[EN
C

include

int main() {
int n, i;

unsigned long long factorial = 1; // Use unsigned long long for large results

printf("Enter a positive integer: ");
scanf("%d", &n);

if (n <0) {

printf("Error! Factorial of a negative number doesn't exist.\n");
} else {

for (i=1;1<=n; ++i) {

factorial = i; // factorial = factorial i

1
J

printf("Factorial of %d = %llu\n", n, factorial);

}

return 0;

AN

Code Explanation

- The program prompts the user for a positive integer.
- If the input is negative, it displays an error message.

- Otherwrise, it calculates the factorial using a “for™ loop and displays the result.

Compiling and Running the Factorial Program

1. Compile the program:



“*bash

gcc factorial.c -o factorial

2. Execute the program:

““bash

./factorial

Upon entering a positive integer, the program will output its factorial.

Working with Functions

Functions are a key feature of C programming, allowing you to organize code into reusable blocks. Here's

an example of using functions.

Example 4: Swapping Two Numbers

This program swaps two numbers using a function.

1. Create a file named ‘swap.c’.

2. Write the following code:

IONN
C

include

void swap(int a, int b) {

int temp;

temp = a; // Store the value at address a

a =b; // Assign the value at address b to a
b = temp; // Assign the stored value to b

}

int main() {

int x, y;

printf("Enter two integers: ");

scanf("%d %d", &x, &y);



printf("Before swapping: x = %d, y = %d\n", x, y);
swap(&x, &y);
printf("After swapping: x = %d, y = %d\n", x, y);

return 0;

ASNN

Code Explanation

- The ‘swap’ function takes two integer pointers as parameters.
- It swaps the values at those addresses.

- The 'main” function prompts for user input and calls the ‘swap" function.

Compiling and Running the Swap Program

1. Compile the program:
“bash

gcc swap.c -0 Swap

2. Execute the program:
“bash

J/swap

You will see the values of the two integers before and after swapping.

Debugging C Programs

Debugging is an essential part of programming. The GNU Debugger (GDB) is a powerful tool for

debugging C programs in Linux. Here are some basic commands to get started with GDB:

- Compile with Debug Information: Use the *-g" option when compiling:

““bash



gcc -g hello.c -o hello

- Start GDB: Run GDB with your executable:

“bash
gdb ./hello

- Run the Program: Type ‘run’ in the GDB prompt to start the program.

- Set Breakpoints: You can set breakpoints using the command “break’ followed by the line number or

function name.
- Step Through Code: Use the ‘step” command to execute one line at a time.

- Print Variable Values: Use the "print’ command followed by the variable name to check its value.

Conclusion

C programming on Linux is a rewarding experience that provides a deep understanding of how software
interacts with hardware. In this article, we covered the basics of setting up a C development environment,
writing and compiling C programs, and using control structures and functions. Additionally, we touched on

debugging techniques to help improve your coding skills.

With practice and continuous learning, you can become proficient in C programming, enabling you to
tackle more complex projects and contribute to various software development fields. Whether you are
interested in system programming, application development, or embedded programming, mastering C will

serve as a valuable asset in your programming toolKkit.

Frequently Asked Questions

‘What is the basic structure of a C program in Linux?

A basic C program in Linux typically includes a header file, the main function, and return statements. For

example:

include <stdio.h>



int main() {
printf("Hello, World!");
return 0;

}

How do you compile a C program in Linux?

To compile a C program in Linux, you can use the GCC (GNU Compiler Collection) command. For

example, to compile a file named 'program.c’, you would run:

gcc program.c -0 program

This command generates an executable file named 'program’.

How can I run a C program in Linux after compiling it?

After compiling your C program, you can run the generated executable from the terminal. For example:
./program

This command executes the 'program' file created during compilation.

What is the difference between 'gcc' and 'g++' in Linux?

'gec’ is the GNU C Compiler used for compiling C programs, while 'g++' is the GNU C++ Compiler used for
compiling C++ programs. They have different capabilities and syntax, particularly for handling C++

features.
How do you include header files in a C program?
You can include header files in a C program using the 'include’ directive. For example:

include <stdio.h>

include 'myheader.h’

The first includes a standard library, while the second includes a user-defined header file.
How do you handle user input in a C program in Linux?

User input can be handled using functions like 'scanf’. For example:

int number;

printf('"Enter a number: ');



scanf('%d', &number);
This code prompts the user to enter a number and stores it in the variable 'number".

‘What are some common errors when compiling C programs in Linux?

Common errors include syntax errors, missing header files, and linking errors. You can use the '-Wall'

option with GCC to enable all compiler warnings:
gcc -Wall program.c -o program

This helps identify potential issues in your code.
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